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Abstract. This paper presents the integration between the requirements
modeling approach named Notification Oriented Requirements (NOR) and the
Software Development method known as Notification Oriented Development
(NOD). This integration is demonstrated by means of the case study of a
simulated access control security system implemented in the Notification
Oriented Paradigm (NOP). Results show that the integration between NOR
model and NOD method is possible and facilitates the development of NOP
software, since NOR clarifies the necessary elements to perform the software
structural modeling (class model) and the behavioral modeling (high level
states model and component model).

1. Introduction

Requirements Engineering (RE) refers to the activity of formulating, documenting, and
maintaining systems requirements in order to produce, from users’ needs, a set of
specification related to what the final system should be [YOUNG, 2004]. A requirement
is a statement from the stakeholders’ needs to define a product, a system or a process, and
must be unambiguous, clear, unique, consistent, stand-alone, and verifiable [INCOSE,
2006]. Graphical approaches to enhance requirements specification (among others
system’s characteristics) have gained prevalence, such as the SysML language, which is
used in Model-Based Systems Engineering (MBSE) [FRIEDENTHAL et al., 2014].

In this context, Notification Oriented Requirements (NOR) emerges as a
requirement modeling approach originated from concepts of the Notification Oriented
Paradigm (NOP) and MBSE [SIMAO et al., 2016]. In brief, NOP is an alternative
paradigm using rules and notifications for composing software and hardware systems.
Within this paradigm, NOR is a requirements specification approach applicable to both,
software and system development processes. The practical integration between NOR and
software development processes is an important experimentation for its validation.
Currently, the Notification Oriented Development (NOD) method [MENDONCA et al.,
2015] is suited to develop NOP software. Thus, the following questions arise:

e Is it possible to integrate the NOR modeling approach into the NOD method?
e Are there advantages in integrating NOR and NOD into a NOP application
project? Which are they?
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To answer these questions, this study starts from a previous NOR model [SIMAO
et al., 2016], uses the NOD method to design and implement the corresponding NOP
application, and concludes discussing the findings from the case study.

Therefore, the objectives of this study are to integrate NOR modeling approach
into the NOD method and to identify the advantages of such integration during NOP
application software development.

2. Notification Oriented Paradigm (NOP)

NOP has been improved in recent years by a group of researchers from the Federal
University of Technology - Parana (UTFPR). It is an alternative approach to develop
software and hardware systems. NOP has several implementation versions in the form of
frameworks and languages [FERREIRA, 2015]. It proposes to solve existing problems in
usual programming paradigms [SIMAO and STADZISZ, 2008] such as the Declarative
Paradigm (PD) and the Imperative Paradigm (PI) [GABBRIELLI and MARTINI, 2010].
These problems are related to structural and temporal redundancies, and the strong
coupling between computational entities [FERREIRA, 2015].

The fundamental proposal of NOP consists in the introduction of a notification-
based inference mechanism, presenting a new way of structuring software in small and
decoupled computational entities. These entities includes Fact Base Elements (FBE) and
Rules [SIMAO and STADZISZ, 2008]. An example of a NOP Rule is shown in figure 1
(a) and the NOP model is shown in figure 1 (b).

Regra riVerifyTotalAccessGranted (a) : Notify : Notify —
if Condition Attribute Premise Condition
= 1.2 * b *
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FBE ID_Checker Attribute atIDCheckStatus = True AND
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FBE SystemTimer Attribute atTimeDifferenceStatus = True
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EntryBlocker->mtSetSecurityAreak atu: ted
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Figure 1. (a) NOP Rule. (b) NOP Model. Based on [SIMAO et al., 2016].

J Instigations

The Fact Base Element (FBE) stores system facts in Attributes. The FBE may
have Methods that modify these Attributes. Each Attribute when it changes its status
notifies only the related Premises. Similarly, each Premise when it changes its status
notifies only the pertinent Conditions. Each Condition has one or more associated
Premises, that becoming true, approve a Rule. The Rule has an Action, which notifies one
or more [nstigations to execute Methods, which in turn modify other Attributes
[MENDONCA et al., 2015]. This sequence characterizes the NOP inference mechanism,
based on notifications. This mechanism avoids the need for matching and selection
processes in order to execute rules, as usual in Rules Based Systems (RBS).

Many NOP applications have been developed [SANTOS, 2017]. However, NOP
application development requires new specific software development methods. For this
purpose, techniques such as NOD [WIECHETECK, 2011] and NOR modeling [SIMAO
et al., 2016] have been developed, which will be presented in the next sections.

3. Notification Oriented Requirements (NOR)

In NOR approach, the fundamental primitives of NOP models are used for graphical
requirements modeling, such as Rules, FBEs, and Notifications (preconditions or
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postconditions). These primitives allow to describe the complete set of functional e non-
functional software/system requirements [SIMAO et al., 2016]. The NOR modeling
notation is summarized in figure 2.

precondition ‘_<<Ru.18>> postcondition call ID <<FBE=>> attribute
)—’ Identification of the e e
. Element ID
requirementtobemet |  LoIlIilIollllld
(a) Rule notation (b) FBE notation
precondition < s < o post condition
<<FBE>> ~ expression « Ru.le ‘1 Ru.le ” call <<FBE>>
El t 1D Q) Identification of the Identification of the Eilement D
cmen atiribute requirement to be met requirement to be met

(c) Precondition notification notation (d) Post condition notification notation

Figure 2. NOR requirements modeling notation [SIMAO et al., 2016].

The NOR technique to construct the requirements model is [SIMAO et al., 2016]:

For each requirement in the System Requirements Specification (SRS):
1. To analyze the requirements sentence aiming at:
i) Identifying the functional or non-functional request in the requirement.
ii) Identifying the Conditions for the functional or non-functional request.
iii) Identifying the attributes involved in the Conditions.
iv) Identifying the Actions for the functional or non-functional request.
v) Identifying the functions related to the Methods instigated in the Actions.
vi) Identifying the FBEs related to the Attributes for the request.
vii) Identifying the FBEs related to the Methods indicated by the request.
2. To create a Rule for every request identified in step 1.
3. To create a FBE for every entity identified in step 1.
4. To create links (i.e. notifications between Rules and FBEs according to
conditions and Actions related to rules) identified in step 1.
5. To merge FBEs and Rules with analogous FBEs and Rules previously created.

The use of NOR modeling was presented in a case study [SIMAO et al., 2016]

whose requirements were extracted from the INCOSE Systems Engineering Handbook
[INCOSE, 2006]. Six requirements for the given security area access control system are
presented below [SIMAO et al., 2016]:

SS11-a: Secure areas shall be protected by security check based upon employee ID.
SS11-b: Secure areas shall be protected by a second independent security check
based upon biometric data.

SS11-c: The time between the two independent security checks shall not exceed a
configurable period.

SS11-d: The user shall be allowed three attempts at biometric identification.
SS11-e: The user shall be allowed three attempts at card identification.

SS11-f: Any denied access attempt shall be sent to the administrator.

Based on the NOR technique above, a model for the given security system was

created (figure 3) [SIMAO et al., 2016] containing 7 requirements in the form of Rules
and 7 entities in the form of FBEs.
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Figure 3. NOR requirements final modeling. Adjusted from [SIMAO et al., 2016]

The model above facilitates requirements analysis and implicit knowledge
identification, in addition to making explicit the dependencies between requirements
[SIMAO et al., 2016]. The next section presents the NOD method propped to conduct
the development of NOP software applications.

4. Notification Oriented Development (NOD)

NOD is a software development method developed specifically for NOP applications
[WIECHETECK, 2011], which consists of an extension of UML diagrams in the form of
a UML profile, that properly represents NOP concepts (NOP profile). In addition, NOD
establishes a sequence of steps to guide NOP software development.

The NOP profile enables to characterize NOP elements more precisely during
design phase, allowing to particularize UML for a specific domain of applications. This
is done by determining a new syntax and semantics for UML elements using stereotypes,
tagged values, and constraints [WIECHETECK et al., 2011].

NOD method contains 8 steps (figure 4). The first two steps are: 1. Capture
Requirements and 2. Create Use Case Model. The next six steps focus on software design
through diagrams creation: 3. Class Model; 4. High Level States Model; 5. Component
Model;, 6. Sequence Model (optional, not created in this study'); 7. Communication Model
(optional, not created in this study'); 8. Petri Net Model [WIECHETECK, 2011].

| Capture Create Use Create High- Creat
. > Ll gl reate
| Requirements | | Casemodel | | Crea(t;aliodel —  levelStates — Component
3 T 2 l | Model Model
' [leees)
Cycle 3
. No Yes ¢ - ¥ ;
L 2 | Create | Create | erasiapsin "
Are all the requirements Sequence —» Communication —# kS
captured and the use MNet Model s
Madel Model 1
case models created e :
succesfully? ] )
Yes, in requirements Yes, in models

o s : Refinements Needed?
Cycle 2 No, modeling is satlsfadowé

Figure 4. Integrating NOR into NOD. Based on [MENDONCGCA et al., 2015].

! The creation of the Sequence Model and Communication model is an optional part of DON method and
was not performed in the current study, without compromising the article results.
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The method is divided in three cycles (figure 4). In first cycle, the requirements
are documented and the Use Case Model is created. In second cycle, diagrams are created
and requirements are refined as necessary. In third cycle, the models are refined to ensure
compliance with the requirements [MENDONCA et al., 2015] [WIECHETECK, 2011].

Software coding can either occur at the end of the method (cascade software
process) or during cycles (incremental software process). The incremental software
process was used in this case study.

5. Case Study: NOD Modeling of a Simulated Security System

The requirements and NOR modeling described previously were used as the basic scope
for this case study. This is the main point of integration between the methods, in which
the NOD 1%t Cycle => 1% step Capture Requirements of the NOD method is now
performed by the NOR technique, as pointed out in figure 4.

The models for this study were created using tools of the Enterprise Architect®
v.13.5 (Sparx Systems) suite by applying the NOP Profile [WIECHETECK et al., 2011],
except for the Petri Net model, created using CPN Tools® v.4.0.1 (Eindhoven University
of Technology).

Given this, based on NOR modeling, the NOD 1%t Cycle => 2"4 step Create Use
Case Model was performed and resulted in the model shown in figure 5.

Allow Access to «usen

Secure Area
lclude " .

Setup System

‘s «include»
~
~

ID Reader Perform D cincluden ! «include» \\\\ \
secunty check '
Validate User

Validate Timer
Attempts
Perform BIO //
Employee Infor H 7/ Administrator
security check ‘\\ ‘ includen X mdude

|nc|ude \

\

«usen

Block Access to )
Secure Area

Notify System
Administrator

BIO Reader

Figure 5. Use Case Model (NOD)

In NOD 2" cycle modeling, the following diagrams were created, later refined in
the NOD 3™ cycle (figure 4): 1. Class Model (FBEs definition); 2. High Level States
Model (Rules modeling); 3. Component Model; 4. Petri Net Model.

The Class Model is presented in figure 6. In addition to the stereotyped class
<<NOP_Application>>, that is a default in NOP applications, stereotyped classes
<<NOP_FBE>> were created for each FBE. In this step, it is possible to notice the
easiness achieved by the previous existence of the NOR model, since it becomes possible
to correlate the FBESs (this does not imply necessarily a 1 to 1 relationship) modeled in
NOR to those included in the Class Model:

Employee ID Reader (NOR) < ID Checker (NOD)

Employee BIO Reader (NOR) < BIO _Checker (NOD)

System Clock (NOR) < SystemTimer (NOD)

User Attempts Counter (NOR) < UserAttemptsCounter (NOD)
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e Entry Blocker (NOR) < EntryBlocker (NOD)

o System Config. (NOR) <& SystemConfigurator and EmployeeController (NOD)
o [nterface with Administrator (NOR) <& SysAdminNotificationController (NOD)
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atBlOReadstatus: Boolean = false
atCurrentReadBIO: String = NULL

«NOP_Method»
mtReadBIO(): void
mtSetBIOCheckStatusFalse(): void
mtSetBIOCheckStatusNULL(): void
mtSetBIOCheckStatusTrue(): void
mtSetBIOReadStatusFalse(): void
mtSetBIOReadstatusTruel): void

check '

«NOP_Application» ) instantiate n
SystemSecurityApplication
— T
«NOP_Method» 1 instantiate 1 «NOP_FBE»
+  codeApplication(): void 1D_Checker +
+ initFactBase(): void +
+  initRules():vi «NOP_Attribute» b
+ SharedEntities(): void + atCurrentReadID: Integer =0
+ initstartApplicationComponents(): void +  atiDCheckStatus: String = NULL
! verity + atiDReadstatus: Boolean = NULL +
tags &
scheduler = BREADTH «NOP_Method» +
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F NoufylsersouthccessDenlilllvoid +  mtResetCurrentNumberOfBIOAttemps(): void
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i
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]
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Figure 6. Class Model (NOD)

The High-Level States Model establishes the basic logic of system operation and

bases the identification of NOP Application Rules (figure 7).

[atiDCheckStatus = NULL]
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Max ID Attemps

not Reached
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Access Granted

Administrator
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Figure 7. High-Level States Model (NOD)
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While creating the High-Level States Model, the NOR model was used as an aid,
allowing to visually identify states or facts (e.g.: ID Checked, ID Fail, Time OK, Time
Fail, BIO Checked, BIO Fail, etc.) and activities (e.g.: Check employee ID, Check
Elapsed Time, Check Employee BIO, Block Access, Unblock Access, etc.).

Based on Class and High-Level States models, a Rules Table containing the
Rules, Premises, and Instigations was created (table 1). NOP elements were named using
a standard that facilitates identification during both system design and programming.
Prefixes were used as follows: 7/ for Rules; pr for Premises; in for Instigations; at for
Attributes and mt for Methods, following definitions given by [RONSZCKA et al., 2017].

Table 1. NOP Rules identified for the System (NOD)

N Use Cases Rules Premises Instigations
Perform 1D Security inFeadlD && inVerifuE mploveelD &2
1| Check rIReadD pratlDReadStatusFalze inSetAtl DReadStatusTrue
pratDCheckStatushULL & pratDReadStatusTrue &8 inlncrermnentAtCurrentfurnber DA D Ate
Perform 1D Security priDlncorrect &8 mptz & inSetal DCheckStatushULL
2 |Check rl%erifyl DlncorrectRetry praturrenthurnl DAkernptzSrnaller Thanbdax & inFesetTimer &&
Perform 1D Security prafdDCheckStatushULL &E pratDReadStatusTrue &8 inSetat DCheckStatusFalse &
3 |Check rl%erifyl DincorrectDenywéce) priDincorrect &8 inAeszet Timer
Perform 1D Security pratDCheckStatushULL &8 pratDReadStatusTrue &8 inSetat DCheckStatuzsTrue &8
4 |Check rlVerifyl DCorrectProceed | priDCorrect &8 inSetAtTimer ToSvsdate
Perform BIO inFeadBl0 & inYerifuEmplovesBl D
5 | Security Check rIReadBI0 pratDCheckStatusTrue &2 pratBlOReadStatusF alze & inSetAlBl 0ReadStatusTrue
pratEI0OCheckStatushULL &8 prAtBl0OReadStatusTrue && |inlncrernentAtCurrentturnberOFEI0 AR
Perform BIO pratDCheckStatuzTrue &2 prBIQIncorrect &8 empts &
B | Security Check, rlVerifuBl DlncorrectRetry | pratCurrentMurnBl DAternptsSmall er Thanbdax inSetAtBl OCheck StatushULL &8
praEI0OChHeck StatushULL &8 pratBl0ReadStatusTrue &2
Perform EID pratDCheckStatuzTrue &2 prBIQIncorrect &8 inSetAEI0OCheck StatusF alze B8
7 | Security Check rl% erifuBl OlncorrectDenyAd pratCurrentburnBIDAternpteGrreaterOrE qual Thanbdax inAeszet Timer
praEI0OCheck StatushULL &8 pratBl0OReadStatusTrue &2
Perform BIO pratDCheckStatusTrue && prEIOCorrect &8 inSetAtElOCheckStatusTrue &
8 | Security Check I erifyBI0CorrectProceed | pratCurrenthurnBIDAernptsSmall erOrE gual Thankdax inGetTimeDifference
Perform Tirmer prafdDCheckStatusTrue &% pratBlOCheckStatusTrue &
| 9 | Walidation I erifuTimerAccept pratTimeDifferenceSmallerOrE gual Thanbdax inSetAtTimeDifferenceStatusTrue
Perform Tirmer pratDCheckStatusTrue && pratBlOCheck StatusTrue &8
10 W alidation rl¥erifyTirnerReject pratTimeDifferencelGreater Thantdas inSet&t TirneDifferenceStatusFalse
Perform Entry pratDCheckStatusTrue && pratBlOCheckStatusTrue &8 |inSetatSecuritpbreabccessStatusGran
11| Blocker Security I erifuTotal AccessGranted pratTirneDifferenceStatus True ted
Performn Entry pratDCheckStatuzFalze || pratBlOCheckStatusFalse || inSetidtSecurityAreatccessStatusDeni
12| Blocker Security I erifuTotal AccessDenied | pratTimeDifferenceStatusF alse ed
Allow Accessto inSetAtSecuritvbdreadccessStatusOpe
13| Secure Area rldpenSecurituirea pratSecuritvAreadccessStatusGranted n &
Allow Access to intatiful lzer AboutE ntruBlockerFeset
14| Secure Area rlSecuritvArealpened pratSecuritvAreadccessStatusOpen Bl INSTIGATIONS TORESET ALL
BElock Access to inSetAthotifuAdministrator True 28
15| Secure Area rIBlockSecuritybrea pratSecuritvareadccessStatusDenied inkatifyllzerdboutdccessDenied
inSetAthotifuAdministratorF alze &8
inMotifySysternAdrinistrator &
Motify Systern intatiful lzer sboutE ntruBlockerFeset
16 | Adrninistrator rl&drninistratorhotified praéthotifuAdmministrator True Bf INSTIGATIONS TORESET ALL
pratDCheckStatushULL 22 prAtlDReadStatusTrue &8
17| Exit Systern rIExitSystEm prE xitSustern inExitSustern

In parallel to the elaboration of the Rules Table, the Component Model was
generated in a creative synthesis activity subdivided in three steps: 1. Define Rules; 2.
Define Premises and Instigations; 3. Associate Rules to FBEs [WIECHETECK, 2011].

The existence of NOR modeling facilitated the Rules definition and their
interdependencies. For example, the requirement modeled in NOR “Protect Secure
Areas” (figure 3) which is a disjunction (<<disjunction>>) between “ID Fail”, “Time
Fail”, and “BIO Fail”, was modeled by the NOP Rule riVerifyTotalAccessDenied, as a
disjunction between the equivalent corresponding premises prdtIDCheckStatusFalse,
prAtBIOCheckStatusFalse, and prAtTimeDifferenceStatusFalse (table 1).

Seventeen (17) Component Models were created (one for each Rule). The model
for the Rule rlReadID is illustrated as an example in the figure 8. It is possible to notice
the behavior of the Rule (rlReadID), its Premises (prAtIDReadStatusFalse), its
Instigations (inVerifyEmployeelD, inReadID inSetAtIDReadStatusTrue), and the
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methods (mtVerifyEmployeelD, mtReadlD, mitSetIDReadStatusTrue) that may be
triggered in the FBEs (EmployeeController, ID Checker). Besides that, it is possible to
observe the Attributes used by the Rule (atIDReadStatus, atCurrentReadID,

AtEmployeelD).
«NOP_Rule» 2]
rIReadID  inverifyEmpl D ] empIoveeControlIer~>mtVennympl;o{eeID mtVerifyEmployeelD «NOP_FBE» E'
4 D Employee
«NOP_Action» 3] «InstigationNotifiesMethod» Contioller
action_riReadiD inReadID id_Checker->mtReadID A ployeeln
-4 >— «NoP_FBE» 3
«lInstigationNotifiesMethod» tSetin 1D_Checker
| i tIDReadStatusTrue | id_Checker->mtSetiDReadStatusTrue Stati
Q . . ] A\ usTrue
tions ’L]_O @),
«InstigationNotifiesMethods
aNOP_Rule» 8] atiDReadstatus atCurrentReadID
rIReadID QO
¢«CondilionNmiﬁ5Rule- é é
: o | sunsesssis—ra WS
«NOP_Condition» 3 | S «<Atte kr ;
condition_riReadID ( < [l] :

Figure 8. Rule rIReadID from Component Model (NOD)

The Petri Net Model used in NOD method demonstrates the dynamics between
NOP elements. Petri Nets (PN) allows to model, simulate and even verify concurrency
and synchronization of resources in systems [CARDOSO and VALETTE, 1997].

ID_Checker.mtSetldCheckStatus(NULL)

PO SystemTimer.mtSetTimer(0)

~
AtCurrentReadID == 0
ID_Checker.mtReadID() ID_Checker.mtExitSystem() "
> Exit
TID

atCurrentReadID != atEmployeelD && atCurrentReadID == atEmployeelD &8 atCurrentReadID |= atEmplayeelD &8&
atCurrentNumberOfIDAttempts >= atCurrentNumberOfIDAttempts <= atCurrentNumberOfIDAttempts <
atMaxIDNumberOfAttemps atMaxIDNumberOfAttemps atMaxIDNumberOfAttemps

rIVerlfyIDIncorrectDenyAc:ess riverifyIDCorrectProceed T1 riverifylDIncarrectRetry J

Figure 9. Part of the modeled Petri Net Model (NOD)

In figure 9, part of the Petri Net modeled for this study is shown, in which the
NOP  Rules were mapped as PN transitions: r/ReadlD  (TID),
riVerifyIDIncorrectDenyAccess  (T2),  riVerifyIDCorrectProceed  (T3)  and
riVerifyIDIncorrectRetry (T1). The PN places (P1, P2, P3, etc.) are representing the
Premises of each Rule. In this model it is possible to notice the concurrency between the
Rules (T1, T2, T3), which is a characteristic of several NOP applications. In the current
study, the Petri Net Model was not executed for validation, which is a possibility for
future works.

6. NOP Framework C++ 2.0 Implementation

The system implementation was performed in Visual Studio 2017® (Microsoft) tool,
according to established development standards for NOP Framework C++ 2.0
[RONSZCKA et al., 2017].

Figure 10 (a) shows the NOP C++ codes for the Rules
riVerifyTotalAccessGranted and rlVerifyTotalAccessDenied, in which is possible to
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observe the Premises and Instigations of each Rule. The Rule
rlVerifyTotalAccessGranted is the same as previously shown in figure 1 and table 1.

Figure 10 (b) shows an execution prompt command regarding the NOP
application, in which is possible to notice some approved Rules (e.g.: rlReadID,
rlVerifyIDCorrectProceed, rIReadBIO) that executed the corresponding Methods (e.g.:
mtSetIDReadStatus True, mtSetIDCheckStatusTrue).

// Entry Blocker Rules

RULE(rlverifyTotalAccessGranted, scheduler, Condition::CONJUNCTION); (a)
rlverifyTotalAccessGranted->addPremise(prAatIDCheckstatusTrue);
rlverifyTotalAccessGranted->addPremise(pratBIOCheckStatusTrue);
rlverifyTotalAccessGranted-»addPremise(pratTimeDifferenceStatusTrue);
rlverifyTotalAccessGranted->addInstigation(inSetAtSecurityAreaAccessStatusGranted);

rlverifyTotalAccessGranted->end();
| |- rlReadId disapproved

3 s Fary 1verifyIDC Py d wed
RULE(r1verifyTotalAccessDenied, scheduler, Condition::DISIUNCTION); VeIt et aotted

rlverifyTotalAccessDenied- >addPremise(pratInCheckStatusFalse); e JatSabchacket stusTruk aaciiced

5 5 : |- rlverifyIDCorrectProceed disapproved
rlverifyTotalAccessDenied- >addPremise(prAtBIOCheckStatusFalse);
rlverifyTotalAccessDenied->addPremise(pratTimeDifferenceStatusFalse);
rlverifyTotalAccessDenied- >»addInstigation(inSetAtSecurityAreaAccessStatusDenied);
rlverifyTotalAccessDenied-»end();

(b)

Figure 10. (a) Part of NOP Rules Code (b) NOP Application Execution

Similarly to what was reported in [MENDONCA et al, 2015] and
[WIECHETECK, 2011], it is noted that the creation of a well-structured NOD project
allows a near-mechanical implementation in the NOP C ++ 2.0 Framework, as may be
observed in the corresponding artifacts and codes. Likewise, the NOR project facilitated
the project in NOD, due to the visual inputs provided by the requirements model.

7. Discussion and Conclusion

In this case study, the integration between the NOR model into the NOD method was
performed during the development of a NOP application. By presenting system
requirements graphically, NOR aids to the development of NOP software in three steps:

1. In the Class Model creation (system structure).

2. In the High-Level States Model creation (system behavior).

3. In the Rules Table and Component Model creation (specific tailored
behavior of NOP application Rules)

Therefore, it can be concluded that the NOR modeling can be harmoniously
integrated to the NOD method, facilitating the development of Software Engineering
design for NOP applications. This would lead to future works on engineering-oriented
requirements models such as SysML. It is also suggested the refinement of NOR
modeling techniques through a specific study of interrelationships between requirements.
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